**AI LAB ASSIGNMENT 3**

**Name: Atharva Salitri PRN: 12310120**

**Div : CSAI B Batch: 2 Roll No: 37**

**Implement Informed Search**

**1) A\* Algorithm**

**CODE:**

#include <iostream>

#include <vector>

#include <queue>

#include <cmath>

#include <climits>

#include <algorithm>

using namespace std;

struct Node {

int x, y;

int g, h;

Node\* parent;

bool operator>(const Node& other) const {

return (g + h) > (other.g + other.h);

}

};

vector<pair<int, int>> getNeighbors(int x, int y) {

return {{x + 1, y}, {x - 1, y}, {x, y + 1}, {x, y - 1}};

}

int heuristic(int x1, int y1, int x2, int y2) {

return abs(x1 - x2) + abs(y1 - y2);

}

bool isValid(int x, int y, int rows, int cols, const vector<vector<int>>& grid) {

return x >= 0 && x < rows && y >= 0 && y < cols && grid[x][y] == 0;

}

void printPath(Node\* node) {

if (node) {

printPath(node->parent);

cout << "(" << node->x << ", " << node->y << ") ";

}

}

void aStar(const vector<vector<int>>& grid, pair<int, int> start, pair<int, int> goal) {

int rows = grid.size();

int cols = grid[0].size();

priority\_queue<Node, vector<Node>, greater<Node>> openSet;

vector<vector<int>> gCost(rows, vector<int>(cols, INT\_MAX));

vector<vector<bool>> closedSet(rows, vector<bool>(cols, false));

Node\* startNode = new Node{start.first, start.second, 0, heuristic(start.first, start.second, goal.first, goal.second), nullptr};

openSet.push(\*startNode);

gCost[start.first][start.second] = 0;

while (!openSet.empty()) {

Node current = openSet.top();

openSet.pop();

if (current.x == goal.first && current.y == goal.second) {

cout << "Path Found"<<endl;

cout << "Path: ";

printPath(&current);

cout << endl;

return;

}

closedSet[current.x][current.y] = true;

for (auto& neighbor : getNeighbors(current.x, current.y)) {

int nx = neighbor.first;

int ny = neighbor.second;

if (!isValid(nx, ny, rows, cols, grid) || closedSet[nx][ny]) {

continue;

}

int tentativeG = current.g + 1;

if (tentativeG < gCost[nx][ny]) {

Node\* neighborNode = new Node{nx, ny, tentativeG, heuristic(nx, ny, goal.first, goal.second), new Node(current)};

gCost[nx][ny] = tentativeG;

openSet.push(\*neighborNode);

}

}

}

cout << "No path found." << endl;

}

int main() {

vector<vector<int>> grid = {

{0, 0, 0, 0, 0},

{0, 1, 1, 1, 0},

{0, 0, 0, 0, 0},

{0, 1, 1, 1, 0},

{0, 0, 0, 0, 0}

};

pair<int, int> start = {0, 0};

pair<int, int> goal = {4, 4};

aStar(grid, start, goal);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**2)Ao\* Algorithm**

**CODE:**

#include <iostream>

#include <vector>

#include <queue>

#include <unordered\_map>

#include <cmath>

#include <climits>

#include <algorithm>

using namespace std;

struct Node {

int x, y;

int g, h;

Node\* parent;

bool operator>(const Node& other) const {

return (g + h) > (other.g + other.h);

}

};

vector<pair<int, int>> getNeighbors(int x, int y) {

return {{x + 1, y}, {x - 1, y}, {x, y + 1}, {x, y - 1}};

}

int heuristic(int x1, int y1, int x2, int y2) {

return abs(x1 - x2) + abs(y1 - y2);

}

bool isValid(int x, int y, int rows, int cols, const vector<vector<int>>& grid) {

return x >= 0 && x < rows && y >= 0 && y < cols && grid[x][y] == 0;

}

void printPath(Node\* node) {

if (node) {

printPath(node->parent);

cout << "(" << node->x << ", " << node->y << ") ";

}

}

void aoStar(const vector<vector<int>>& grid, pair<int, int> start, pair<int, int> goal) {

int rows = grid.size();

int cols = grid[0].size();

priority\_queue<Node, vector<Node>, greater<Node>> openSet;

unordered\_map<int, unordered\_map<int, int>> gCost;

unordered\_map<int, unordered\_map<int, bool>> closedSet;

Node\* startNode = new Node{start.first, start.second, 0, heuristic(start.first, start.second, goal.first, goal.second), nullptr};

openSet.push(\*startNode);

gCost[start.first][start.second] = 0;

while (!openSet.empty()) {

Node current = openSet.top();

openSet.pop();

if (current.x == goal.first && current.y == goal.second) {

cout << "Path: ";

printPath(&current);

cout << endl;

return;

}

closedSet[current.x][current.y] = true;

for (auto& neighbor : getNeighbors(current.x, current.y)) {

int nx = neighbor.first;

int ny = neighbor.second;

if (!isValid(nx, ny, rows, cols, grid) || closedSet[nx][ny]) {

continue;

}

int tentativeG = current.g + 1;

if (tentativeG < gCost[nx][ny] || gCost[nx][ny] == 0) {

Node\* neighborNode = new Node{nx, ny, tentativeG, heuristic(nx, ny, goal.first, goal.second), new Node(current)};

gCost[nx][ny] = tentativeG;

openSet.push(\*neighborNode);

}

}

}

cout << "No path found." << endl;

}

int main() {

vector<vector<int>> grid = {

{0, 0, 0, 0, 0, 0},

{0, 1, 1, 0, 0, 0},

{0, 0, 0, 0, 1, 0},

{0, 1, 1, 0, 1, 0},

{0, 0, 0, 0, 0, 0},

{0, 0, 1, 1, 1, 0}

};

pair<int, int> start = {0, 0};

pair<int, int> goal = {5, 5};

aoStar(grid, start, goal);

return 0;

}

**OUTPUT:**
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**3)Hill Climbing Algorithm**

**CODE:**

#include <iostream>

#include <vector>

#include <algorithm>

#include <ctime>

#include <cstdlib>

using namespace std;

#define NUM\_CITIES 4

// Distance matrix representing distances between cities

int distance\_matrix[NUM\_CITIES][NUM\_CITIES] = {

{0, 10, 15, 20},

{10, 0, 35, 25},

{15, 35, 0, 30},

{20, 25, 30, 0}

};

int total\_distance(const std::vector<int>& path) {

// Calculate the total distance traveled in the given path

int total = 0;

for (size\_t i = 0; i < path.size() - 1; i++) {

total += distance\_matrix[path[i]][path[i + 1]];

}

total += distance\_matrix[path.back()][path[0]]; // Return to starting city

return total;

}

void hill\_climbing\_tsp(int num\_cities, int max\_iterations) {

vector<int> current\_path(num\_cities); // Initial solution, visiting cities in order

for (int i = 0; i < num\_cities; i++) {

current\_path[i] = i;

}

int current\_distance = total\_distance(current\_path);

for (int it = 0; it < max\_iterations; it++) {

// Generate a neighboring solution by swapping two random cities

std::vector<int> neighbor\_path = current\_path;

int i = rand() % num\_cities;

int j = rand() % num\_cities;

swap(neighbor\_path[i], neighbor\_path[j]);

int neighbor\_distance = total\_distance(neighbor\_path);

// If the neighbor solution is better, move to it

if (neighbor\_distance < current\_distance) {

current\_path = neighbor\_path;

current\_distance = neighbor\_distance;

}

}

cout << "Optimal path: ";

for (int city : current\_path) {

cout << city << " ";

}

cout << endl;

cout << "Total distance: " << current\_distance << endl;

}

int main() {

srand(time(NULL));

int max\_iterations = 10000;

hill\_climbing\_tsp(NUM\_CITIES, max\_iterations);

return 0;

}

**OUTPUT:**
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